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1.  INTRODUCTION

White-box testing knows as structural testing is one of the software 
testing approaches to test the program based on the internal struc-
tures of the program [1]. It is used to analyze internal logic and 
behavior, data structure, and code coverage. The important asset 
of software testing is the test suite that contains a set of test cases. 
On the white-box testing approach, the test suite is important to 
guarantee all independent paths or statements within a program 
executed at least once. Test cases in the test suite should execute 
all true or false logical decisions and all loops at their or within the 
boundaries and ensure the validity of internal data structures [2].

Currently, reusing assets in the software development process have 
a great purpose. A reusable test suite during the testing phase is 
decreasing testing time and cost [3]. The research is considered to 
code coverage has been conducted. The research on test cases reus-
ability measurement considers to code coverage is reported by mod-
ifying the program with reducing branches, the test suite is highly 
reusable but, modifying the program such as splitting, and loop, the 
test suite is less reusable [4]. The research has shown test suite reus-
ability measurement is needed to consider the code coverage.

The use of code clones is increased day by day due to the growth of 
the use of open-source software and variants [5]. Code clones are 
efficient in reducing the cost and time on software development 
that have similar requirements. Testing code clones is needed a 
strategy to achieve efficiency on it. Test suite reusability is one of 
the best strategies to test the code clones.

This research proposes the formula for the test suite reusability 
score to measure the degree of test suite reusability based on reused 
test cases on another program. The formula is considered to test 
suite reusability frequency and distinct of code coverage. The test 
suite reusability score measurement is including good information 
to evaluate the efficiency of the test suite on reusability.

The rest of the paper is organized as follows. Section 2 describes the 
principle of test suite reusability and code clones method. Section 3  
describes the test suite reusability measurement considering fre-
quency and code coverage of successful reused test cases in the test 
suite. Section 4 describes the experimental activity and its result. 
Section 5 describes the results and discussion of the research. 
Section 6 describes the conclusion and future work of the research.

2. � TEST SUITE REUSABILITY  
AND CODE CLONES

The test suite contains a set of test cases that helps the software 
tester to examine the object of tested and reporting the test execu-
tion status. A test case is a set of test inputs, execution conditions, 
and expected results developed for a particular objective, such as to 
exercise a particular program path or to verify compliance with a 
specific requirement [6].

The principle of software reusability is defined as the capability of 
an attribute to be reused in various objects [7]. This research uses 
the terms of software reusability to interpret the context of test suite 
reusability. The test suite reusability defines as the capability of test 
cases in the test suite to examine several or all paths of method 
should be tested on diverse objects.
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A B S T R AC T
Test suite reusability measurement is important to obtain the value of reusability as the degree of effectiveness of reused test suite. 
The measurement in this experiment considers not only the frequency of the successful test suite to examine different objects but 
also the code coverage as the criteria of a good test suite. The combination of the frequency and code coverage in the measurement 
reports the current condition of test suite reusability. The research confirms the test suite reusability measurement provides 
useful information to know the degree of effectiveness of reused test suite, especially in regression testing and automated testing.
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The test suite reusability additionally needs to consider code cov-
erage on the reusability measurement. One of the criteria of good 
test cases in the test suite related to white box testing is that the 
test cases can achieve 100% code coverage. The case of test suite 
reusability measurement on white box testing considers not only 
the capability of the test suite to examine different objects but also 
code coverage as the criteria of a good test suite.

The asset is defined as any kind of product from any part of the 
software process [8]. The core asset in software testing is the test 
suite. The test suite consists of the set of tests for a module in the 
program such as a class or method. Reusing assets on software test-
ing will help to reduce the cost of software testing. The test suite is 
not very valuable if it is not reusable in testing another program. 
Test suite reusability measurement is important to obtain the value 
of reusability as the degree of effectiveness of reused test suite.

The test suite reuse can boost productivity at least as much as reuse 
of code and it is referred to similar features of a software system 
under testing [9]. Code clones are indicated as the highest opportu-
nity to reuse the test cases in the test suite. The test suite reusability 
measurement is applied on code clones because the reusability of 
the test cases in the test suite needs to use the same characteristic. 
This research uses several types of code clone [10,11] such as code 
clone type 1 (exact clones) are identical clones and the second type 
is code clone type 2 which the differences from the original code 
are renamed identifiers, literals, types, layout, and comments but 
the structurally and syntactically are similar. The code clones type 
3 are modified the statement such as statement insertions/deletions 
in addition to changes in identifiers, literals, types, and layouts. 
Code clone type 4 has been modified on code fragments to per-
form the same objective but different syntactic variants.

3. � TEST SUITE REUSABILITY  
MEASUREMENT

The research on test suite reusability has been conducted such as 
function calling path based for test cases reuse method is deter-
mined the correlation function by investigating with manual anal-
ysis of the change path to be tested and the change of test case in 
test case reuse method is completed [12]. The method is testing the 
part of code that affected by the modification but has not measure-
ment of the test suite reusability that related to the number of test 
cases reduction on regression testing, the workload of the tester, 
and the test cost.

The test suite which consists of the test cases is implemented on 
Junit testing. Figure 1 shows the test suite reusability measurement 
activity. The several information of test suite execution then uses 
for the test suite reusability measurement. The first information 
used on this measurement is the number of successful reused test 
cases in the test suite. The successful reused test cases are the exam-
ination result of the test cases on Java program that could achieve 
the objective of the testing without any error. The next information 
is distinct code coverage. The test cases in the test suite are possible 
to execute similar lines of code.

The similar lines of code executed by the test cases in the test suite 
then count as one line of code executed or called distinct code  
coverage.

To simplify the formula, the research uses the following notation.

•• SRTC: Successful reused test cases

•• DCC: Distinct code coverage

•• OT: Objects tested

•• OLOC: Original line of code

•• TC: Test cases

By using the notation, the formula for test suite reusability score 
as follows.

   Test suite reusability score
SRTC DCC

OT TC OLOC
=

∑ + ∑
∑ ×∑( ) + ∑

�  (1) 

The proposed formula for test suite reusability score has consider-
ing frequency and code coverage of successful reused test cases in 
the test suite.

4.  EXPERIMENT

The research uses the parallelogram Java program as shown in 
Figure 2 with two given test suites. The test suite reusability mea-
surement on this experiment is excluding the result of the origi-
nal test suite examination data. The experiment is focused on the 

Figure 1 | Test suite reusability measurement activity.

Figure 2 | Parallelogram source code.
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test suite reusability measurement on another Java program that is 
reused the test suite to test the program. The test suite examines the 
code clones to collect the information of the number of successful 
reused test cases and distinct code coverage.

This research has two given test suites. The first test suite con-
tains three test cases and the second test suite contains four test 
cases. The original Java program is cloning by code clones type 1–4 
approach.

5.  RESULTS AND DISCUSSION

The parallelogram java program is cloned by using code clones 
type 1–4. The given test suite is examined to collect information 
such as the lines of code executed by the test cases in the test suite 
and the number of successful reused test cases. The result of the 
examination of the test suite is shown in Table 1. Table 1 shows that 
the given test cases on the test suite successfully examine the code 
clones without any error.

Table 1 | The result from code coverage information on code clones

Test suite-1 Test suite-2

No. LOC TC-1 TC-2 TC-3 Distinct code 
coverage TC-1 TC-2 TC-3 TC-4 Distinct code 

coverage

Code clone type-1
  1 1 1 1 1 1 1 1 1 1
  2 1 1 1 1 1 1 1 1 1
  3 1 1 1 1 1 1 1 1 1
  4 1 1 1 1 1 1 1 1 1
  5 1 1 0 1 1 1 1 1 1
  6 1 1 0 1 1 1 1 1 1
  7 0 0 1 1 0 0 0 0 0
  8 0 0 1 1 0 0 0 0 0
  9 0 0 1 1 0 0 0 0 0
10 1 1 1 1 1 1 1 1 1
11 1 1 0 1 1 1 1 1 1
12 0 1 0 1 1 1 1 0 1
13 0 1 0 1 1 1 1 0 1
14 1 0 0 1 0 0 0 1 1
15 1 0 0 1 0 0 0 1 1
Code clone type-2
  1 1 1 1 1 1 1 1 1 1
  2 1 1 1 1 1 1 1 1 1
  3 1 1 1 1 1 1 1 1 1
  4 1 1 1 1 1 1 1 1 1
  5 1 1 0 1 1 1 1 1 1
  6 1 1 0 1 1 1 1 1 1
  7 0 0 1 1 0 0 0 0 0
  8 0 0 1 1 0 0 0 0 0
  9 0 0 1 1 0 0 0 0 0
10 1 1 1 1 1 1 1 1 1
11 1 1 0 1 1 1 1 1 1
12 0 1 0 1 1 1 1 0 1
13 0 1 0 1 1 1 1 0 1
14 1 0 0 1 0 0 0 1 1
15 1 0 0 1 0 0 0 1 1
Code clone type-3
  1 1 1 1 1 1 1 1 1 1
  2 1 1 1 1 1 1 1 1 1
  3 1 1 1 1 1 1 1 1 1
  4 1 1 1 1 1 1 1 1 1
  5 1 1 0 1 1 1 1 1 1
  6 1 1 0 1 1 1 1 1 1
  7 0 0 1 1 0 0 0 0 0
  8 0 0 1 1 0 0 0 0 0
  9 0 0 1 1 0 0 0 0 0
10 0 0 1 1 0 0 0 0 0
11 1 1 1 1 1 1 1 1 1
12 1 1 0 1 1 1 1 1 1
13 0 1 0 1 1 1 1 0 1
14 0 1 0 1 1 1 1 0 1
15 1 0 0 1 0 0 0 1 1
16 1 0 0 1 0 0 0 1 1

(Continued)
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The unsuccessful test case is represented by the value 0 on all lines 
of code and in this experiment there is no unsuccessful test case.

The result of code coverage information is shown in Table 1. The 
value 1 means this line is executed and 0 is not executed. Distinct 
code coverage information is shown in Table 1. The value 1 means 
this line is executed and 0 is not executed during the testing by 
using one or more test cases. The distinct code coverage on code 
clones shows that several lines of code on code clones type 1–3 are 
not executed by test cases on the test suites during the testing indi-
cated by value 0.

The result of the number of successful reused test cases is shown 
in Table 2. The result obtains from test cases examination on code 
clones. Table 3 shows the result of test suite reusability measure-
ment uses formula (1). The test suite reusability measurement is 
very common information to reduce the cost of software testing. 
The different number of lines of code is possible for code clones 
type 3 and 4, for code clones type 1 and 2 usually the number lines 
of code are the same. The distinct code coverage is used to selecting 
the redundant line of code executed by the test cases on the test 
suite. By using the distinct code coverage, the calculation of per-
centage code coverage is represented the actual condition.

The test cases in the test suite are possible to execute similar lines 
of code. The number of successful reused test cases on the test suite 
as shown in Table 2 is important for test suite reusability measure-
ment. The number of successfully reused test cases is one of the 
important parameters for the test suite reusability measurement.

The information of code coverages and number of successful 
reused test cases in the test suite is used for test suite reusability 
measurement. The result of test suite reusability measurement uses  
formula (1) as shown in Table 3. The result of test suite reusability 
score shows the different scores for several test suites because they 
have a different number of distinct code coverage by the test cases as 
shown in Table 1. The number of distinct code coverage is important 
to ensure the capability of the test suite to achieve 100% code cover-
age. The score of test suite reusability 100% means the test suite has 
the perfect capability to achieve 100% code coverage and reused on 
another program. The test suite reusability measurement provides 
useful information to know the degree of effectiveness of reused test 
suite, especially in regression testing and automated testing.

6.  CONCLUSION

This research confirms the test suite reusability measurement is 
calculated by combining the number of successful reused test cases 
and code coverage. Code coverage is enriching the information on 
test suite reusability measurement. The result of test suite reusabil-
ity measurement is valuable information to reduce the cost of soft-
ware testing, especially in regression testing and automated testing.

Our future works will focus on other measurement for test suite 
quality measurement.
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