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Abstract. The main research content of this topic is the automatic testing framework of lottery games. The research and 
design of the two test frameworks, data-driven and game-rule-driven, respectively, analyzes and studies the editing, storage 
and processing of test data. At the same time, the testing framework based on lottery game rules will also focus on multi-
level keyword technology. 
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DATA DRIVEN LOTTERY GAME TESTING RESEARCH 

In simple test scripts, test data is embedded. This leads to the problem that once the test data is updated or changed, 
the test script code is bound to have changed. This may not be a problem for developers who implement test script 
code, but it is relatively difficult for test engineers who do not have much experience. And if the script's code is long 
and unstructured, this is a difficult task for anyone [1]. Another problem with embedding test data in test scripts is that 
for many similar tests, there may be similar test data, but if once the entire project has a specific data to update, all 
test scripts must be performed. Update. Therefore, when faced with establishing a large-scale automated testing 
framework, embedding data in test scripts is obviously not a feasible solution [2]. Therefore, a more ideal solution is 
to read the data required for the test from an external data source and execute the test according to it. This solution is 
called data-driven testing, as shown in the Fig.1 

 

 

FIGURE 1. Data driven framework. 
 
For test engineers without any programming experience, external data sources must be easily and easily changed. 

General data sources are presented in tabular form and are changed through a spreadsheet program. As shown Fig.2 
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FIGURE 2. External test data example 

Edit and Store Test Data 

Because data-driven test data comes in tabular form, it is stored and edited using a spreadsheet program. Both the 
test engineer and the business person understand the spreadsheet program and can operate it [3]. Another benefit is 
that the spreadsheet program files are very easy to manage, making it easy to move or copy files that store the same 
data. 

Processing Test Data 

For a modern scripting language, implementing a script that parses data driven test data is very simple. That is, the 
data in the above figure can be parsed and imported using a four-line Python code 

 
data=open(’testdata.tsv’). read () 
lines=data. splitlines()[1:] #[1:]excludes the header row 
for line in ines: 
testId, number1, number2, number3, winNum, 
expected=line.split(’\t’) 
#Actual test functionality excluded

 
In the above code, the test data is first read as a data variable and then separated line by line to exclude the header 

line. The data line is assigned to the specified variable by item, and the code in the script divides the table into a single 
cell and assigns the data to each variable so that each test data is available. 

The entire parsing process is in a separate parsing script, which is also inconsistent with the previously mentioned 
and promoted modularity. Moreover, this parser has its own functional limitations. That is, if empty rows or empty 
columns appear in the data, parsing will fail [4]. Therefore, more parsing functions should be implemented as a 
common function in the library, which can be called by all driver scripts. Further implementation of related functions 
will be discussed in the following sections. 

RULE-DRIVEN LOTTERY GAME TEST RESEARCH 

The previous section briefly introduced the test method driven by lottery game data and summarized it. One of the 
biggest limitations mentioned is that all test cases need to be similar. Once a new type of test case is written, the test 
engineer needs to have programming capabilities. In order to deal with this kind of problem, need another kind of 
method - based on the keyword to drive the test method, namely the lottery game rule drives the test. At this time, the 
external input data not only needs to store the test data, but also needs some instructions on how to handle the data [5]. 
This is the information separated from the test script. These instructions are called keywords, and test engineers have 
the flexibility to use these keywords to build test cases. The remaining basic methods - reading data from external 
files and performing tests based on this - these are the same as data driven. Logically speaking, keyword-driven is an 
extension of data-driven. 
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Edit and Store Test Data 

There is no essential difference between this part and the data drive. Either an electronic data table or an HTML 
form can be applied to this kind of test, but if it is a very large-scale project, the use of database storage can solve the 
problem of data expansion. As shown Fig.3 

 

 
FIGURE 3. Keyword external test data example 

Processing test data 

The simpler keyword-driven test data shown in the figure above is processed and processed in much the same way 
as data-driven test data. Same as the code shown in the previous chapter, get the keyword, and get the parameters for 
the driver script. In a more complex example, the parser should be implemented as a universally available module in 
the system. 

When the test data is parsed, the driver script needs to be able to "translate" the keywords and then perform specific 
actions based on the parameters therein. Each keyword corresponds to a processing program, and the processing 
program is all placed in the function library, which can effectively ensure the modularity of the entire framework. As 
shown Fig.4. 

 
FIGURE 4. Drive script processing data function diagram 

Multilevel Keyword Technology 

Hierarchical Keyword Separation Test can be designed according to the first, second and third levels, and its 
functions can be divided into test cases, test case business logics and test steps. Automated test systems are the result 
of layer-by-layer invocation of use cases, enabling the system's use cases to be refined. The test table of the first-level 
keywords is an outline design, which lists the various function points organically, so that the system's test function is 
more comprehensive, involves a wider range of aspects, and the test case files are more efficient [6]. In addition, high-
level keyword pairs can be driven by index search secondary keywords. The second-level keyword-driven test is a 
detailed test of the system. Each use case of the system can be logically tested. The second-level keyword can search 
the third-level keyword information search table. The third-level keyword test is a detailed step, which tests the 
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smallest unit, and the second-level keyword-driven test and the third-level keyword-driven test are combined test 
suites. 

Hierarchical Keyword Separation Test can be designed according to the first, second and third levels, and its 
functions can be divided into test cases, test case business logics and test steps. Automated test systems are the result 
of layer-by-layer invocation of use cases, enabling the system's use cases to be refined. The test table of the first-level 
keywords is an outline design, which lists the various function points organically, so that the system's test function is 
more comprehensive, involves a wider range of aspects, and the test case files are more efficient. In addition, high-
level keyword pairs can be driven by index search secondary keywords. The second-level keyword-driven test is a 
detailed test of the system. Each use case of the system can be logically tested. The second-level keyword can search 
the third-level keyword information search table. The third-level keyword test is a detailed step, which tests the 
smallest unit, and the second-level keyword-driven test and the third-level keyword-driven test are combined test 
suites. 
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